The OneR package. Here we want to give some more examples to gain some fascinating, often counter-intuitive, insights.

The whole analysis is very sophisticated so I present a simplified approach here. Have a look at the following code:

library(OneR)

data <- read.csv("data/2016.csv", sep = ",", header = TRUE)

data$Happiness.Score <- bin(data$Happiness.Score, nbins = 3, labels = c("low", "middle", "high"), method = "content")

data <- maxlevels(data) # removes all columns that have more than 20 levels (Country)

data <- optbin(formula = Happiness.Score ~., data = data, method = "infogain")

data <- data[ , -(1:4)] # remove columns with redundant data

model <- OneR(formula = Happiness.Score ~., data = data, verbose = TRUE)

##

## Attribute Accuracy

## 1 \* Economy..GDP.per.Capita. 71.97%

## 2 Health..Life.Expectancy. 70.06%

## 3 Family 65.61%

## 4 Dystopia.Residual 59.87%

## 5 Freedom 57.32%

## 6 Trust..Government.Corruption. 55.41%

## 7 Generosity 47.13%

## ---

## Chosen attribute due to accuracy

## and ties method (if applicable): '\*'

summary(model)

##

## Call:

## OneR.formula(formula = Happiness.Score ~ ., data = data, verbose = TRUE)

##

## Rules:

## If Economy..GDP.per.Capita. = (-0.00182,0.675] then Happiness.Score = low

## If Economy..GDP.per.Capita. = (0.675,1.32] then Happiness.Score = middle

## If Economy..GDP.per.Capita. = (1.32,1.83] then Happiness.Score = high

##

## Accuracy:

## 113 of 157 instances classified correctly (71.97%)

##

## Contingency table:

## Economy..GDP.per.Capita.

## Happiness.Score (-0.00182,0.675] (0.675,1.32] (1.32,1.83] Sum

## low \* 36 16 0 52

## middle 4 \* 46 2 52

## high 0 22 \* 31 53

## Sum 40 84 33 157

## ---

## Maximum in each column: '\*'

##

## Pearson's Chi-squared test:

## X-squared = 130.99, df = 4, p-value < 2.2e-16

plot(model)

![](data:image/png;base64,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)

prediction <- predict(model, data)

eval\_model(prediction, data)

##

## Confusion matrix (absolute):

## Actual

## Prediction high low middle Sum

## high 31 0 2 33

## low 0 36 4 40

## middle 22 16 46 84

## Sum 53 52 52 157

##

## Confusion matrix (relative):

## Actual

## Prediction high low middle Sum

## high 0.20 0.00 0.01 0.21

## low 0.00 0.23 0.03 0.25

## middle 0.14 0.10 0.29 0.54

## Sum 0.34 0.33 0.33 1.00

##

## Accuracy:

## 0.7197 (113/157)

##

## Error rate:

## 0.2803 (44/157)

##

## Error rate reduction (vs. base rate):

## 0.5769 (p-value < 2.2e-16)

As you can see we get more than 70% accuracy with three rules based on GDP per capita. So it seems that money CAN buy happiness after all!

Dr. Glander comes to the following conclusion:

All in all, based on this example, I would confirm that OneR models do indeed produce sufficiently accurate models for setting a good baseline. OneR was definitely faster than random forest, gradient boosting and neural nets. However, the latter were more complex models and included cross-validation.  
If you prefer an easy to understand model that is very simple, OneR is a very good way to go. You could also use it as a starting point for developing more complex models with improved accuracy.  
When looking at feature importance across models, the feature OneR chose – Economy/GDP per capita – was confirmed by random forest, gradient boosting trees and neural networks as being the most important feature. This is in itself an interesting conclusion! Of course, this correlation does not tell us that there is a direct causal relationship between money and happiness, but we can say that a country’s economy is the best individual predictor for how happy people tend to be.

A well known reference data set is the titanic data set which gives all kind of additional information on the passengers of the titanic and whether they survived the tragedy. We can conveniently use the titanicpackage from CRAN to get access to the data set. Have a look at the following code:

library(titanic)

data <- bin(maxlevels(titanic\_train), na.omit = FALSE)

model <- OneR(Survived ~., data = data, verbose = TRUE)

## Warning in OneR.data.frame(x = data, ties.method = ties.method, verbose =

## verbose, : data contains unused factor levels

##

## Attribute Accuracy

## 1 \* Sex 78.68%

## 2 Pclass 67.9%

## 3 Fare 64.42%

## 4 Embarked 63.86%

## 5 Age 62.74%

## 6 Parch 61.73%

## 7 PassengerId 61.62%

## 7 SibSp 61.62%

## ---

## Chosen attribute due to accuracy

## and ties method (if applicable): '\*'

summary(model)

##

## Call:

## OneR.formula(formula = Survived ~ ., data = data, verbose = TRUE)

##

## Rules:

## If Sex = female then Survived = 1

## If Sex = male then Survived = 0

##

## Accuracy:

## 701 of 891 instances classified correctly (78.68%)

##

## Contingency table:

## Sex

## Survived female male Sum

## 0 81 \* 468 549

## 1 \* 233 109 342

## Sum 314 577 891

## ---

## Maximum in each column: '\*'

##

## Pearson's Chi-squared test:

## X-squared = 260.72, df = 1, p-value < 2.2e-16

plot(model)
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prediction <- predict(model, data)

eval\_model(prediction, data$Survived)

##

## Confusion matrix (absolute):

## Actual

## Prediction 0 1 Sum

## 0 468 109 577

## 1 81 233 314

## Sum 549 342 891

##

## Confusion matrix (relative):

## Actual

## Prediction 0 1 Sum

## 0 0.53 0.12 0.65

## 1 0.09 0.26 0.35

## Sum 0.62 0.38 1.00

##

## Accuracy:

## 0.7868 (701/891)

##

## Error rate:

## 0.2132 (190/891)

##

## Error rate reduction (vs. base rate):

## 0.4444 (p-value < 2.2e-16)

So, somewhat contrary to popular believe, it were not necessarily the rich that survived but the women!

A more challenging data set is one about the quality of red wine (<https://archive.ics.uci.edu/ml/datasets/Wine+Quality>), have a look at the following code:

data <- read.csv("data/winequality-red.csv", header = TRUE, sep = ";")

data <- optbin(data, method = "infogain")

## Warning in optbin.data.frame(data, method = "infogain"): target is numeric

model <- OneR(data, verbose = TRUE)

##

## Attribute Accuracy

## 1 \* alcohol 56.1%

## 2 sulphates 51.22%

## 3 volatile.acidity 50.59%

## 4 total.sulfur.dioxide 48.78%

## 5 density 47.22%

## 6 citric.acid 46.72%

## 7 chlorides 46.47%

## 8 free.sulfur.dioxide 44.47%

## 9 fixed.acidity 43.96%

## 10 residual.sugar 43.46%

## 11 pH 43.21%

## ---

## Chosen attribute due to accuracy

## and ties method (if applicable): '\*'

summary(model)

##

## Call:

## OneR.data.frame(x = data, verbose = TRUE)

##

## Rules:

## If alcohol = (8.39,8.45] then quality = 3

## If alcohol = (8.45,10] then quality = 5

## If alcohol = (10,11] then quality = 6

## If alcohol = (11,12.5] then quality = 6

## If alcohol = (12.5,14.9] then quality = 6

##

## Accuracy:

## 897 of 1599 instances classified correctly (56.1%)

##

## Contingency table:

## alcohol

## quality (8.39,8.45] (8.45,10] (10,11] (11,12.5] (12.5,14.9] Sum

## 3 \* 1 5 4 0 0 10

## 4 0 28 13 11 1 53

## 5 0 \* 475 156 41 9 681

## 6 1 216 \* 216 \* 176 \* 29 638

## 7 0 19 53 104 23 199

## 8 0 2 2 6 8 18

## Sum 2 745 444 338 70 1599

## ---

## Maximum in each column: '\*'

##

## Pearson's Chi-squared test:

## X-squared = 546.64, df = 20, p-value < 2.2e-16

prediction <- predict(model, data)

eval\_model(prediction, data, zero.print = ".")

##

## Confusion matrix (absolute):

## Actual

## Prediction 3 4 5 6 7 8 Sum

## 3 1 . . 1 . . 2

## 4 . . . . . . .

## 5 5 28 475 216 19 2 745

## 6 4 25 206 421 180 16 852

## 7 . . . . . . .

## 8 . . . . . . .

## Sum 10 53 681 638 199 18 1599

##

## Confusion matrix (relative):

## Actual

## Prediction 3 4 5 6 7 8 Sum

## 3 . . . . . . .

## 4 . . . . . . .

## 5 . 0.02 0.30 0.14 0.01 . 0.47

## 6 . 0.02 0.13 0.26 0.11 0.01 0.53

## 7 . . . . . . .

## 8 . . . . . . .

## Sum 0.01 0.03 0.43 0.40 0.12 0.01 1.00

##

## Accuracy:

## 0.561 (897/1599)

##

## Error rate:

## 0.439 (702/1599)

##

## Error rate reduction (vs. base rate):

## 0.2353 (p-value < 2.2e-16)

That is an interesting result, isn’t it: the more alcohol the higher the perceived quality!

We end this chapter with an unconventional use case for OneR: finding the best move in a strategic game, i.e. tic-tac-toe. We use a dataset with all possible board configuratikons at the end of such games, have a look at the following code:

data <- read.csv("https://archive.ics.uci.edu/ml/machine-learning-databases/tic-tac-toe/tic-tac-toe.data", header = FALSE)

names(data) <- c("top-left-square", "top-middle-square", "top-right-square", "middle-left-square", "middle-middle-square", "middle-right-square", "bottom-left-square", "bottom-middle-square", "bottom-right-square", "Class")

model <- OneR(data, verbose = TRUE)

##

## Attribute Accuracy

## 1 \* middle-middle-square 69.94%

## 2 top-left-square 65.34%

## 2 top-middle-square 65.34%

## 2 top-right-square 65.34%

## 2 middle-left-square 65.34%

## 2 middle-right-square 65.34%

## 2 bottom-left-square 65.34%

## 2 bottom-middle-square 65.34%

## 2 bottom-right-square 65.34%

## ---

## Chosen attribute due to accuracy

## and ties method (if applicable): '\*'

summary(model)

##

## Call:

## OneR.data.frame(x = data, verbose = TRUE)

##

## Rules:

## If middle-middle-square = b then Class = positive

## If middle-middle-square = o then Class = negative

## If middle-middle-square = x then Class = positive

##

## Accuracy:

## 670 of 958 instances classified correctly (69.94%)

##

## Contingency table:

## middle-middle-square

## Class b o x Sum

## negative 48 \* 192 92 332

## positive \* 112 148 \* 366 626

## Sum 160 340 458 958

## ---

## Maximum in each column: '\*'

##

## Pearson's Chi-squared test:

## X-squared = 115.91, df = 2, p-value < 2.2e-16

prediction <- predict(model, data)

eval\_model(prediction, data)

##

## Confusion matrix (absolute):

## Actual

## Prediction negative positive Sum

## negative 192 148 340

## positive 140 478 618

## Sum 332 626 958

##

## Confusion matrix (relative):

## Actual

## Prediction negative positive Sum

## negative 0.20 0.15 0.35

## positive 0.15 0.50 0.65

## Sum 0.35 0.65 1.00

##

## Accuracy:

## 0.6994 (670/958)

##

## Error rate:

## 0.3006 (288/958)

##

## Error rate reduction (vs. base rate):

## 0.1325 (p-value = 0.001427)

Perhaps it doesn’t come as a surprise that the middle-middle-square is strategically the most important one – but still it is encouring to see that OneR comes to the same conclusion.